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About This Book

This manual is for developers, testers, application engineers, and anyone
interested in using the Freescale In-Circuit Emulator Base (FSICEBASE)
development system.

Organization

Introduction

An overview of the Freescale In-Circuit Emulator Base (FSICEBASE)
and development system.

Getting Started

Explains basic procedures to get started using the FSICEBASE and
development system.

Configuring The System

Explains how to configure the software and hardware.
Using The MONO08 Debug Port

Explains how to MONOS debug port of the FSICEBASE.
Using the Debugger

Explains how to use the debugger to execute and analyze code. Explains
how to perform debugging tasks such as stepping through code,
changing values in registers and memory, and viewing data in memory.

Using The Bus State Analyzer

Explains how to use the Bus State Analyzer (BSA). Explains how to
define events, capture data, and view captured data.

Appendix A: S-Record Format

Describes the format of the S-Record file.

Appendix B: FSICEBASE Debugger Scripting Commands
Lists commands only used with FSICEBASE.
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Revision History

The following table summarizes revisions to this document.

Revision History

Location Revision

Metrowerks, Austin, TX Rev. 1.0 (Initial publication)

Metrowerks, Austin, TX Rev. 1.1 (Content update)

Suggested Reading

Application Note: Getting Started with HCS0S and CodeWarrior Using C,
AN2616, 11/2003.

Motorola HCO8 CPU Awareness and True-Time Simulation, Metrowerks, 2004.
CodeWarrior™ Development Studio IDE 5.5 Users Guide, Metrowerks, 2004.

Conventions

This document uses the following notational conventions:

* Textin Courier monospaced type indicates commands, command
parameters, code examples, expressions, datatypes, and directives.

» Text in italic type indicates replaceable command parameters.
* Text in bold type indicates names of labels and menu items on-screen.

Definitions, Acronyms, and Abbreviations

The following list defines the abbreviations used in this document.

BSA Bus State Analyzer

EM Emulator Module

FSICEBASE Freescale In-Circuit Emulator Base
LAN Local Area Network
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MCU Microcontroller Unit
MONO8 Monitor for HCO8 MCUs
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Overview

This manual contains information about how to use the Freescale In-Circuit Emulator
Base (FSICEBASE). The FSICEBASE is a tool that helps you develop applications for
embedded systems based on MC68HCO08 microcontroller units (MCU).

NOTE  The Freescale In-Circuit Emulator Base (FSICEBASE) is similar to a system
formerly produced by Motorola called the MMDS05/08 Motorola Modular
Development System (MMDS). If you worked with the MMDS05/08, many of
the features of the FSICEBASE will be familiar to you.

This chapter contains the following sections:
» System Requirements
* System Features
* System Components

The FSICEBASE works with CodeWarrior software, which is produced by Metrowerks,
Inc. The CodeWarrior software provides an integrated development environment that
includes an editor, assembler, and a user interface to the FSICEBASE system.

The environment allows you to perform source-level debugging. The CodeWarrior
software also simplifies the process of managing and building a software project, and
debugging code for an embedded MCU system. The benefit to you is reduced
development time.

System Requirements

The FSICEBASE system requires a host computer with the following minimum
specifications:

* Processor: 200 MHz Pentium® II processor or AMD-K6® class processor
* Operating System: Microsoft® Windows® 2000/XP
* RAM: 128 MB

* Hard drive space: Compact software installation: 232 MB
Full software installation: 344 MB

» USB port or Ethernet port to connect host computer to the FSICEBASE

Freescale In-Circuit Emulator Base User Manual, Rev. 1.1
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System Features

System Features

The Freescale In-Circuit Emulator Base (FSICEBASE) is a full-featured development
system that provides in-circuit emulation. Features include:

.

Real-time, non-intrusive, in-circuit emulation

Allows you to set four complex data or instruction breakpoints; a breakpoint can be
qualified by an address, an address range, data, or externally connected logic clips.

Up to 128k real-time variables (any ROM or RAM memory area)

Up to 128 Kbytes of emulation memory to accommodate the largest available ROM
size of current HCO8 MCUs

Unlimited hardware instruction breakpoints and data watchpoints over up to 128-K
memory map (conditional or unconditional)

Built-in real-time bus state analyzer:

— Large 1.33M x 92-bit real-time trace buffer - capture up to 24-bit address, 8-bit
data, 32-bit time tag, instruction bit, R/W bit, extended access bit, trigger, and 24-
bits of external clip information

— Four hardware triggers for controlling real-time bus analysis or to provide
additional complex breakpoints

— Nine triggering modes

— Display or dump real-time trace data as raw data, disassembled instructions, raw
data and disassembled instructions, or assembly-language source code

— As many as 1.33M pre- or post-trigger points
— Trace buffer can be filled while single-stepping through user software
— Large 32-bit time tag

— Custom time tag clock from 4100Hz to 40MHz in SkHz steps or from an external
source, permitting wide time variance between analyzer events

— Up to 24 general-purpose logic inputs, 5 of which can be used to trigger the bus
state analyzer

Custom MCU clock from 4100Hz to 40MHz in 5kHz steps or from external source
Command and response logging to disk files

C/C++ and/or assembly-language source-level debugging

On-screen, context-sensitive help via pop-up menus and windows

Emulation that allows multiple types of reset

Meets ECC92 European electromagnetic compatibility standards

12
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System Components

System Components

The FSICEBASE system includes the basic components that you need to use with an
emulation module (EM) and target cable/adapter assemblies. You can separately purchase
these and other additional components that will complete or enhance your debugging and
emulation debug system.

Basic Components

The Freescale In-Circuit Emulator Base product includes the following components

« Base station

The connectors on the top of the box let you connect an emulation module (EM).

Cables, connectors, and adapters:

Crossover Ethernet cable (connects directly to an Ethernet Network Interface
Card (NIC) on a PC)

Straight-through Ethernet cable (connects to a hub or switch)

Universal Serial Bus (USB) cable

MONOS port cable (16-pin ribbon cable)

External power supply (+5VDC 3.7A regulated) and universal plug adapters

Bus state analyzer logic clip cable assemblies: twisted-pair cables and hooks that
connect the station module to your target system. You can also use the cable
assembly to connect a test fixture, a clock, or any other circuitry that you might
use to perform analysis. One end of each cable assembly has a molded connector,
which fits into the FSICEBASE. Leads at the other end of each cable terminate in
female probe tips. Hooks come with the cables.

System software

CodeWarrior software, featuring an editor, C/C++ compiler, assembler, and C/C++
and/or assembly source level debugger

Documentation:

Freescale In-Circuit Emulator Base User Manual (this manual)

CodeWarrior User’s Manual (online)

— Freescale In-Circuit Emulator Base Quick Start

— Online Help and PDFs

Freescale Semiconductor

Freescale In-Circuit Emulator Base User Manual, Rev. 1.1

13



Overview
System Components

Additional Components

You can purchase other components to complete and/or enhance your development
efforts:

* An emulation module (EM) - required for emulation, but not for MONO8 debug

An emulation module (EM) is a printed circuit board that emulates the features of a
specific set of microcontroller units (MCUs). An EM completes the functionality of
the FSICEBASE for a particular MCU or MCU family and is required to use the
FSICEBASE emulation features. The FSICEBASE works with a variety of EMs.
You can purchase EMs separately from the FSICEBASE.

The two connectors on the bottom of the EM fit into one of the sets of connectors on
the top of the FSICEBASE box. The connections provides power and signal
connections.

Connection to your target system is then made through a separately-purchased target
cable, target head adapter, and footprint adapter that attaches to a target connector
located on the top of the EM board.

» Optional target cable

You can separately purchase a target cable that is part of a cable assembly which is
used to connect a target system to the FSICEBASE.

» Optional target head adapter

You can separately purchase a target head adapter that is part of a cable assembly
which is used to connect a from a footprint adapter to the target cable.

* Optional footprint adapter
You can separately purchase a footprint adapter that connects to the target system
and plugs into the target head adapter.

» Optional Bus State Analyzer (BSA) cables

The base station contains ports for three BSA pods. You can purchase BSA cables in
addition to those supplied with the FSICEBASE system.

* Optional programming adapter
A programming adapter is a board that provides a MONOS connector and several
sockets you can use to program the flash of MCUs in particular packages.

Freescale In-Circuit Emulator Base User Manual, Rev. 1.1
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Getting Started

This chapter explains how to set up the development system. This chapter contains the
following sections:

 Setting Up The Development System
* Creating a Project

* Adding Files

* Building (Compiling) a Project

* Establishing Communication

« Starting the Debugger

Setting Up The Development System

The Freescale In-Circuit Emulator Base (FSICEBASE) development system includes
basic connection cables and software. You need to connect the cables and install the
software in order to use the FSICEBASE. This section contains the following topics to
help you set up the system:

* Setting Up The Hardware

* Installing CodeWarrior Software

Setting Up The Hardware

This section explains how to connect a host computer to the Freescale In-Circuit Emulator
Base (FSICEBASE). There are three ways to connect a host computer to the FSICEBASE:
« directly from the USB port of a host computer to the FSICEBASE USB port
* directly from the Ethernet port of a host computer to the FSICEBASE Ethernet port
(crossover connection)

 from the host computer, through a Local Area Network (LAN), to the FSICEBASE
Ethernet port (straight-through connection)

Freescale In-Circuit Emulator Base User Manual, Rev. 1.1
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Setting Up The Development System

To connect the FSICEBASE to a host computer:

1. If you are using an Ethernet connection to connect your host computer to the
FSICEBASE through a Local Area Network (LAN):

a. Connect host computer to LAN
b. Connect FSICEBASE to LAN
* Make sure power supply is not connected to FSICEBASE

» Connect one end of Ethernet cable to Ethernet port of FSICEBASE (make sure
to use the straight-through Ethernet cable when connecting to LAN)

* Connect other end of Ethernet cable to Local Area Network (LAN)

NOTE  To complete the connection through a LAN, you will need to obtain the IP
address, subnet mask, and default gateway information from your network
administrator. You will use this information in a later step.

2. If'you are using an Ethernet connection to connect your host computer directly to the
FSICEBASE (not through a LAN):

* Make sure power supply is not connected to FSICEBASE

* Connect one end of Ethernet cable to Ethernet port of FSICEBASE (make sure
to use the cross-over Ethernet cable when connecting directly to a Network
Interface Card (NIC))

+ Connect other end of USB cable to host computer

NOTE  The host computer (PC) must have an assigned IP address and a subnet mask
that matches the FSICEBASE.

3. Ifyou are using a USB connection to connect your host computer directly to the
FSICEBASE:

* Make sure power supply is not connected to FSICEBASE
» Connect square-shaped end of USB cable to FSICEBASE

» Connect other end of USB cable to host computer

NOTE  You must first install the CodeWarrior software for your PC to properly
recognize the FSICEBASE USB device.

4. Connect Power supply to FSICEBASE
a. Connect round end of 5-volt power cord to barrel connector on FSICEBASE
b. Plug power supply into surge-protected strip

c. Connect surge-protected strip to AC outlet

16
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Getting Started
Setting Up The Development System

5. Switch Power switch to on
Power and ready LED lights after the base station finished start-up sequence.

There are three status LEDs on the box: busy, ready, and error. The FSICEBASE base
station takes about 5-10 seconds to start up. After powering the unit, you must wait for the
ready LED to light before attempting to communicate.

The FSICEBASE is now ready to accept communication with a host computer. You will
need to install the CodeWarrior software, create a project, and start the debugger to
establish communication between your host computer and the FSICEBASE.

Installing CodeWarrior Software

The software portion of the development system consists of two parts. One part is the
CodeWarrior Development Studio for HC(S)08 v3.1, which does not contain support for
the FSICEBASE. The other part is a software patch that adds support to the CodeWarrior
software Development Studio for HC(S)08 v3.1 for the FSICEBASE. This software patch
is only required for CodeWarrior fDevelopment Studio for HC(S)08 v3.1. The following
procedure explains how to install both pieces of software.

To install the CodeWarrior software on your host computer:
1. Install CodeWarrior IDE

a. Insert CodeWarrior Development Studio CD into CD-ROM drive — CW Auto
Install begins

NOTE  If Auto Install does not start, run launch.exe, which is located in the root
directory of the CD.

b. Follow setup program's on-screen instructions

2. Restart your computer — operating system reboots which ensures that CodeWarrior
IDE finds newly installed drivers

3. Launch CodeWarrior IDE

a. Select Start > Programs > Metrowerks CodeWarrior >
CW08 V3.1 — menu appears

b. Select CodeWarrior IDE — IDE starts; main window appears

4. Register CodeWarrior software

Freescale In-Circuit Emulator Base User Manual, Rev. 1.1
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Figure 2.1 Step 1 of the Register Form

7} Metrowerks Registration and Licensing System - Enter your registration code - Microsoft Internet Explorer

fle Edt View Favoites Tools Help

Qs - O - [ @ 5] Osearch JoFavorites @ Meda €| (- w B~ 3

Agdress [£] https metrowerks.com/mijregister/
Contact Us

metrowerks" About Metrowerks.

downloads

Registration and Licensing System

This online registration system will register your Metrowerks product and maintenance and technical
support agreement. If you have questions regarding registration or licensing, click here.

Step 1: Enter your registration code

Ttems marked with an * are required.
Registration Code

License Type
New Purchase =

Registration Code*

When entering  code valus:
‘Use capital latters only
Use the numbers O and 1, not the letters "0" and "I" (uppercase '

Technical Support Code

Do you have a Technical Support Certificate for this product?

€ Yes - Enter certificate code |
& No

Clear Continue Registration >>

>

] T

a. Select Help > Register Product from IDE main menu — CodeWarrior IDE starts
browser, takes you to Step 1 of Metrowerks’ on-line registration form (Figure 2.1)

b. Enter your registration code in appropriate field

NOTE  Ifyou downloaded the software from the Metrowerks web site, you might not
have a registration code. You can request a registration code from one of these

addresses:

Americas, Asia: license@metrowerks.com

Europe, Africa: 1icense_ europe@metrowerks.com

Japan: j-license@metrowerks.com

c. Click Continue Registration button — Step 2 appears

d. Follow on-screen instructions to complete remaining pages of form (Thank You
page is last) — within a few minutes Metrowerks emails your license authorization

code

NOTE  You do not need to wait for your license authorization code to begin using your
CodeWarrior development studio. Your temporary license lets you create the

sample project in demo mode.

5. Obtain license key

18

Freescale In-Circuit Emulator Base User Manual, Rev. 1.1

Freescale Semiconductor



Getting Started
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g.
h.

From email message you receive from Metrowerks, copy license authorization
code

. Start CodeWarrior IDE

From CodeWarrior main menu bar, select Help > License Authorization —
Licence Authorization dialog box appears

Paste license authorization code into License Authorization dialog box

Click OK button — License Authorization dialog box updates; Metrowerks
emails you copy of new license key

Copy license key from License Authorization dialog box to clipboard, or wait for
email from Metrowerks

Click OK button — License Authorization dialog box closes

From IDE main menu bar, select File > Exit — IDE closes

6. Install license key

a.

Open license.dat — you can use a plain text editor such as Notepad to open
license.dat file

NOTE

You can find the 1icense . dat file in the directory where you installed the
CodeWarrior software. The directory default is:
C:\Program Files\Metrowerks\CW08 V3.1

Copy license key you received from Metrowerks
Paste license key on new line at bottom of 1icense.dat file
Save license.dat file

Close 1icense.dat file — license is installed; IDE uses new license next time
you start the CodeWarrior IDE

NOTE

Do not move or delete the 1icense. dat file. If you receive additional keys
in the future for other CodeWarrior components, you can add the additional
keys to the 1icense.dat file.

7. Install software patch

a.

Insert the software service pack CD into your CD-ROM drive or download the
service pack from http://www.metrowerks.com.

Run the installation executable and follow the on-screen instructions to install the
service pack to the directory where you installed the CodeWarrior software. The
default installation directory for CodeWarrior Development Studio for HC(S)08
v3.1is:

C:\Program Files\Metrowerks\CW08 V3.1

Freescale Semiconductor

Freescale In-Circuit Emulator Base User Manual, Rev. 1.1

19



Getting Started
Creating a Project

After you have installed the CodeWarrior software and license, you need to establish
communication between your host computer and the FSICEBASE. You can perform
application development with the CodeWarrior software without the connection, but you
will not be able to use the features of the FSICEBASE until you establish communication.

Creating a Project

To create a project in the CodeWarrior IDE:
1. Launch CodeWarrior IDE

a. Select Start > Programs > Metrowerks CodeWarrior >
CW08 V3.1 — menu appears

b. Select CodeWarrior IDE — IDE starts, and CodeWarrior window appears

2. From IDE main menu bar, select File > New — New window appears (Figure 2.2)

Figure 2.2 New Window in the CodeWarrior IDE

Project | Fie | Object |

Emply Projoct Project name:

{8IHC(5)08 Board Support Statiorery Weemie |
B HC{S)0E New Project Wizard
HRIHCDE Stationery Location:

[D:\Profiles\meampos\My Docu || Set

Add fo Project
Project

j‘

G

3. Create new project

NOTE  You can use the New Project Wizard, the Board Support Stationery, or the
HCO8 Stationery to create a project. This procedure shows you how to use the
New Project Wizard. We use an MC68HC908GZ60 target as an example.

Select HC(S)08 New Project Wizard

b. In Project name text box, type name you want to give project — IDE automatically
adds . mcp extension when it creates project

c. Click OK button — first page of New Project Wizard appears

20
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Figure 2.3 New Project Wizard - Page 1

New Project Wizard - Page 1 [x]

Select the derivative you would like to use.

Derivatives

MC63HCI08GTS
MCE3HCI08GZ16

MCB3HCI08I6 1
MC63HCI081812
MC63HCS081815
MCESHCS0888
MCSSHCI08IG 16
MC6SHCI0BIK1

MC63HCI0BGT 16

MCBEHCI0RGZ32

metrowerks MCEBHCI08IK3
MCESHC208IKS
MC6E8HCS08IL 16 ;I
< Back Hedt > cancel |

d. Select MC68HC908GZ60
e. Click Next button — Page 2 of New Project Wizard appears

Figure 2.4 New Project Wizard - Page 2

Hew Project Wizard - Page 2

metrowerks

Please choose the set of languages to be
supported intially. You can make multiple

selections.

is will set up your applcation with an |
NSI-C compliart startup code (doing
ntialsation of global varizbies).

< Back

f.  Make sure C checkbox is marked

g. Click Next button — Page 3 of New Project Wizard appears; allows you to specify

whether you want project configured to use Processor Expert
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Figure 2.5 New Project Wizard - Page 3

New Project Wizard - Page 3 [x]

Would you like to use Processor Expert?

fal ==
& No

[No device inialisation code is generated. |
nly generates startup code.

L]

metrowerks

< Back Next > Cancel

h. Select No

i.

Click Next button — Page 4 of New Project Wizard appears; allows you to specify
whether you want project configured to work with PC-lint

Figure 2.6 New Project Wizard - Page 4

j-

New Project Wizard - Page 4

Do you want to ereate a project set up for
PCint(TM)?

e
= No

[Lint tools can find common programming i’
pristakes or suspicious lnes in source code

by analyzing t.
FCAint{TM) is a product from Gimpel |
metrowerks

< Back Nexdt > Cancel

Select No

k. Click Next button — Page 5 of New Project Wizard appears; allows you to specify

the code that the Wizard will place in the project as the startup code
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Figure 2.7 New Project Wizard - Page 5

Which level of startup code do you wart to use?
Select minimal statup code' for best code densiy.

€ fhinimal siariip code:

& ANSI tartup code

is will perform an ANSI compliant statup = |
ode: t nitializes global varicbles/objects and
2ls the application main routine

metrowerks =

< Back et > Cancel |

I.  Select ANSI startup code

m. Click Next button — Page 6 of New Project Wizard appears; allows you to specify
floating point format that project should be configured to support

Figure 2.8 New Project Wizard - Page 6

Select the floating poirt format supported.
Select "None'for best code denstty.
 flonel
1 float is IEEE32, double is IEEE32
" float is IEEE32. double is IEEE64.

IDont use floating point suppor =
I
metrowerks
< Back Next 5 Cancel

n. Select None

0. Click Next button — Page 7 of New Project Wizard appears; allows you to specify

memory model that project should be configured to support

p. New Project Wizard - Page 7

Freescale In-Circuit Emulator Base User Manual, Rev. 1.1
Freescale Semiconductor

23



Getting Started
Creating a Project

Mew Project Wizard - Page 7 [x]

‘Which memory mode! shall be used”

© fing
& Smal

2ge extended memory access). Varizbles in
he zero page can be used with pragmas or

By defaut ll vanzbles are ouside the zera - |
he near keyword.

< Back Next > Cancel

q. Select Small

r. Click Next button — Page 8 of New Project Wizard appears; allow you to specify
connections that project should be configured to support; Wizard creates a separate
build target for each connection that you select

Figure 2.9 New Project Wizard - Page 8

Please choose the cannections you wart, You can
select multiple connections.

[CIPLE Full Chip Simulation
PAE Hardware Debugging
DS MMEVS

F rmulator

Using this connection, the debugger |
connects to the FSICEBASE Emulator
systems fiom Fresscale

metrowerks

=]
cBack [ Fsh | Cancel |

s. Check FSICEBASE Emulator checkbox

NOTE  If you want your project to include a build target that connects through the
MONOS target interface, select P&E Hardware Debugging. You can select
more than one connection.

t.  Click Finish button — system creates new project based on information you
specified in New Project Wizard; Project window appears, docked at left side of
main window
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Figure 2.10 Project Window

% FSICEBASE MEERC ARG
Files | Link Order | Targets |
& | Fis | Code [ Data (04[]
B readme tt na  nia s ==
=2E35ources 3 0+ oo
- [nand & 0« -
3 Startup Code 148 6o o ox
=3 Pm a 0+ =
= Libs 14K Koo ooz
# Debuager Proiect Fie 0 0. =
(2 Debugger Cmd Fies o 0. =
E
2 fies 1 R Z

NOTE

To undock Project window, double-click the docking handle (double gray lines

at top of the Project window). To re-dock window, right click in title bar of
Project Window, and select Docked.

The project is ready for your use. You can add build targets, edit source files, modify build
options, add files, and perform other development tasks. The following steps explain how
to perform some of these tasks.

For more complete information on how to perform all development tasks with the IDE,
see The CodeWarrior IDE User Guide.

4. Select build target

You can define multiple build targets in a single project. To use the build target that

connects to the FSICEBASE, select FSICEBASE.

a. In Project window click drop-down menu

b. Select FSICEBASE

5. Edit source code

a. Click + sign next to Sources folder — tree expands

b. Double click main.c — Editor window opens displaying contents of main. c file

Figure 2.11 main. c in Editor Window

| @ main.c

= B3

b {}-m- [ d-Pan[D

#include <hidef .hx /+
#include <MCESHO3080Z60.h

woid m d) ¢
Fnab. /* enab!

pos\ Iy D lyExampl

for Enablelnterrupts macro */
/* include peripheral declarations */

1= i

for(ii) (
__RESET_WATCHDOG () ;

+
* plea:
+

Line1 Col1 | 4]

* includa your cods hers */

* fasds the dog */

re that you never leave this funckion *

o

c. Make changes to contents of main. c file if desired
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d. If you make changes to main. c file, from IDE main menu bar, select File > Save
— IDE saves changes

6. Specify build options
a. From IDE main menu, select Edit

b. Select FSICEBASE Settings — Target Settings panel appears (Figure 2.12)

NOTE  The name of the build target determines the name of the menu item. If
FSICEBASE is not the name of the current build target, a different menu item
appears under the Edit menu, in the form build target name Settings.

Figure 2.12 Target Settings Panel

{ m FSICEBASE Settings HE
T arget Seltings Panels | [ Target Settings
= Tan =]
. Target Name: [FSICEBASE
© BuddEsres Lirker [Ciker for HCOB =
* Runtime Setlings Predinker [Nane ~
- Fils Mappings
U Somea o Pestlinke: [None -
- Assembler for HCOE Dulput Directory:
- Burner for HCOB = Choose.
i Compiler for HCOB Projectibin
* Importer for HCO8 _ Cex |
. Linker for HCOB
= Ediar I™ Save project entiies using relative paths
*. Custom Keywords
= Debugger
i+ Other Executables
. Debugger Settings
=
F actory Seftings et impoit Panel. | Evport Panel.._|
ok | Cancel | A |

c. From left hand pane, select Compiler for HC08 — right hand pane displays
Compiler for HCO8 panel

d. In Compiler for HCO8 panel, specify options that you want the compiler to use
e. Click Apply

Compiler uses the options that you specified the next time that you build the project.

Adding Files

To add files to a project:
1. In Project window, Highlight Sources folder
2. From IDE main menu bar, select Project — menu appears

3. Select Add Files — dialog box appears (Figure 2.13)
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Figure 2.13 Add Files Dialog Box

Select files to add... [7]x]
Look in: [ () HCO2_sxample x| = & o B
bin [E) Defaultmem
and B Heos_example. o
HC08_example Data -9 MMDS-MMEVS ini
prm _$PaE_FCS.ini
Sources [E] readme. tet
(B c_tayout.hwi
Obiect pame: || Oen |
Objectsof [l Fies () =l Canesl

Navigate to directory that contains file you want to add
Select (highlight) filename of file you want to add to project
Click Open button — Add Files dialog box appears

Check checkbox for each build target to which the file applies

® NNk

added file appears under Sources folder

Building (Compiling) a Project

To build a project:
1. Select the build target that you want to build (Figure 2.14)

Figure 2.14 Build Target Drop Down Box

% FSICEBASE MEER e
Files | Link Order | Targets |
Select |
R [ Code | Data L% |-
1 B readme it nta  nla e ==
build target E1E350urces 6 Oe o+ =
-B 6 Ge -
(3 Statup Code 143 6+ o
=0 Pm 0 0 =
@3 Libs 1 K e o+
[#{3 Debuggsr Project File i 0 =l
#1(33 Debugger Cmd Fils 0 0 =
|
21 fies XK 4

2. From IDE main menu bar, select Project

Click OK button — Add Files dialog box closes; in Project window, filename of

3. Select Make — IDE builds (assembles, compiles, and links) project; Error &
Warnings window opens showing error messages and warning messages if appropriate
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Establishing Communication

The Freescale In-Circuit Emulator Base (FSICEBASE) allows you to connect to a host
computer in two ways:

« through an Ethernet port
* through a USB port

Establishing Communication Through
Ethernet Port

If you use an Ethernet connection to establish communication between your host computer
and the FSICEBASE through a LAN, you need to do three things:

* have network administrator assign IP address on LAN to the FSICEBASE
« set IP address on FSICEBASE
« specify IP address in the debugger
The following procedures explains how to do these things step by step.
To establish communication through a LAN:
1. Set up hardware as explained in “Setting Up The Hardware” on page 15.
2. Obtain the IP address that your network administrator assigned to the FSICEBASE
3. Start the debugger
(See “Starting the Debugger” on page 30.)
4. Make sure target interface is FSICEBASE
a. From debugger main menu, select Component
b. Select Set Target — Set Target dialog box appears
c. Select FSICEBASE Target Interface from Target Interface drop-down box

d. Click OK — the debugger adds the FSICEBASE-HC08 menu to the main menu
bar

5. From debugger main menu, select FSICEBASE-HC08

6. Select Communication— Communication dialog box appears (Figure 2.16)
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Figure 2.15 Communication Dialog Box

Connection Type
& TCPAP

10.6827186.112 Default

 uss

Y Cancel

7. Select TCP/IP

8. In the text box, type the IP Address that your network administrator assigned to the
FSICEBASE

NOTE  For more information on the IP address of the FSICEBASE, see “Assigning An
IP Address To The FSICEBASE” on page 38. You may also connect using the
default IP address directly to a computer using the Ethernet crossover cable,
however you must set the PC IP address and mask.

9. Click OK
The debugger connects to the FSICEBASE through the Ethernet port.

Establishing Communication Through USB
Port

If you use a USB connection to establish communication between your host computer and
the FSICEBASE:

1. Set up hardware as explained in “Setting Up The Hardware” on page 15.
2. Start the debugger
(See “Starting the Debugger” on page 30.)

NOTE Ifyou have started the debugger from your project previously, when you select
Debug in the IDE, the Debugger attempts to connect to the FSICEBASE with
the last known settings. If the Debugger connects, you do not need to perform
the following steps.

3. Make sure target interface is FSICEBASE
a. From debugger main menu, select Component
b. Select Set Target — Set Target dialog box appears
c. Select FSICEBASE Target Interface from Target Interface drop-down box
d. Click OK
4. From debugger main menu, select FSICEBASE-HC08
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5. Select Communication— Communication dialog box appears (Figure 2.16)

Figure 2.16 Communication Dialog Box

Connection Tywpe ————————————————————————,
i ICPAP

10.82.186.124 Defaul
& USB

i Cancel

6. Select USB
7. Click OK

The debugger connects to the FSICEBASE through the USB port.

Starting the Debugger

To start the debugger:
1. Select build target that you want to debug

Figure 2.17 Build Target in Project Window

/v % FSICERASE By 35 e
Fies | Link Order | Tergets |
Select
¢ | Fie [ Code [ Dala (W0 ||
H B readme.it na  onfa e x|
build target oS : "l Ld
B [raind 6 0+ + o
(20 Startup Code 43 e e
ECPm 0 0. o
@ Libs 14K Koe oox
{3 Debugger Project File 0 0. o
%0 Debugger Cmd Fies o 0. o
=
21 fles X v

2. From main menu bar, select Project

3. Select Debug

The IDE opens the True-time Simulator & Real-time Debugger window. The IDE
loads the application in the debugger, downloads the code, and establishes

communication with the FSICEBASE station.
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Figure 2.18 True-time Simulator & Real-time Debugger Window

il True-Time Simulator & Real-Time Debugger D:\Profiles\mcampos\My Documents\MyExample\P&E_FCS.ini
fle View Run PEDebug Component Memory Window Help

0 = T e A L B - A A R e )
H source =1 5 || ) [assembly ML=l ES
D o Di ol c Line: 1 Startup
#include <hidef.h> /* for Enablelnterrupts macro */ LI
#include <MCEBHCIOBGZE0.h> /* include peripheral declarati 1EAF TXS
1EBO0 BSR *-121 ;abs = 1E37
void main(veid) {H 1EB2 JMP 0x1ECT
Enablel /* enable i */ Ll
/* include your code here */ _I_I

4P

= =] Register _[Ofx]
A

— [[AC0a " [CFU Cyoles: 0 Auln
[H Procedure Ol 2 [o -

X o se[ ®F
| startup () 2| = [68  Status [vEINZC &l

—_

- | I Bk

Start08.c Auto Symb Global At
startupdata <6 _tagStarmup e — |
EG_END_SSTACK array[0] of unsigned char 0088 UL UU UL UJ UU UL UU WU Quuuuuug

=l{lnnan s un mo v o o un mo s 21

Data:2 ol Command P[] X

Startup Ao | Symb | Local Fostload command file correctly execaB|
in> |
KIS 1

For Help, pressF1 HC308G260 [done . \emd'pae_FCs_postioad.cmd v

NOTE  Source and Assembly panes display the main.c program and code.

4. Specify communication information if necessary.

If the you have not previously specified communication information, the debugger
opens the Communication dialog box (Figure 2.19). You must specify communication
information to make a connection.

Figure 2.19 Communication Dialog Box

FSICEBASE Communication
ConnectionTyppe————————————————————
© ICPAP

10.82186.112 Default
€ UsB

Cancel

a. Ifyou are using an Ethernet connection to connect your host computer to the
FSICEBASE station (through a LAN):

 select TCP/IP, and
* type the IP address of the FSICEBASE

NOTE  The network administrator of your Local Area Network (LAN) needs to assign
the IP address of the FSICEBASE on the network. You can use the default [P
address, and give this address to your network administrator. Or your network
administrator might choose to create a different IP address.
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b. If you are using a USB cable to connect your host computer directly to the
FSICEBASE station, select USB,

c. Click OK
The debugger attempts to connect to the FSICEBASE. An information box (Figure
2.20) shows the progress.

Figure 2.20 Connection to Target Progress

Target in progress...

Connecling to Hardware:
0%

(I ]]

After the debugger makes initial contact with the FSICEBASE station, the Target Signals
dialog box (Figure 2.21) appears allowing you to specify target specific information.

5. Specify target signal information

Figure 2.21 Target Signals Dialog Box

MCU Clock EM R
« B I Resstln
1 EH [rtemal T~ Resst Dut
 FSICE Generated

132 1Hz

€16 HHz
& gz
)4z
C12hHz
11 bz
€ Custem [~ s000000 He
0%
Actul 8000000 Hz

a. Specify MCU clock frequency

b. Specify emulator module reset type if applicable

c. Click OK

The debugger attempts to finish making a connection to the FSICEBASE station. After
successfully connecting to the FSICEBASE station, the Command window (Figure
2.22) of the debugger shows the status message “Target Ready.”

Figure 2.22 Target Ready Message
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6. Set breakpoints if desired
a. Right click mouse on executable line of source code in Source pane of debugger
b. Select Set breakpoint
7. Run application
a. From debugger main menu, select Run — Run menu appears
b. Select Start/Continue

Your application executes until encountering the first breakpoint; Command pane
displays program status.

NOTE  Alternatively, you can click on Start/Continue icon :l

Figure 2.23 Debugger Simulator Command Pane

TE Command

Postload command file correctly executed.
STARTED

RUNNING

Breakpoint

in| L]

8. Click Start/Continue icon :l — Simulator resumes program execution

9. Click Halt icon E| — Simulator stops program execution
10. In Debugger Simulator Window tool bar, select File > Exit to exit debugger

For more information about how to use the True-time Simulator & Real-time
Debugger, see “Using the Debugger”.
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Configuring The System

This chapter explains how to configure the Freescale In-Circuit Emulator Base
(FSICEBASE). This chapter contains the following sections:

 Setting Up The System

* Setting Up Logic Cables And Connectors
* Modifying Values In Memory

» Using Log Files

Setting Up The System

In order to use the Freescale In-Circuit Emulator Base (FSICEBASE), you need to make
sure that the system is configured properly. Configuring the FSICEBASE system
includes:

* Specifying A Target

* Specifying Communication Information

» Assigning An I[P Address To The FSICEBASE
» Specifying a Memory Map

* Specifying the Clock Speed

* Loading Program In Debugger

Specifying A Target
To specify the target, including the specific derivative:

1. Start the debugger — the True-time Simulator & Real-time Debugger window
appears.

For more information see “Starting the Debugger” on page 30.
2. From debugger main menu, select Component

3. Select Set Target — Set Target dialog box opens
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Figure 3.1 Set Target Dialog Box

Processor

Terget Interface

[ Motorola hotosil Target Interface | cancel

[This Terget Intetface supports folowing hardware: & Hel
- MMDS0508 —DI

- MWEVE0GR08
- 501

=

4. Select appropriate processor from Processor drop-down menu
5. Select appropriate Target Interface.

To specify the FSICEBASE as the target interface, select FSICEBASE Target
Interface.

6. Click OK
The debugger configures itself to work with the target that you specified.

Notice that the main menu of the debugger reflects your selection. The menu item between
the Run menu and the Component menu shows the name of the target that you selected.

For example, if you selected as the target interface, the main menu contains a menu item

labeled FSCICEBASE-HCO08.

Specifying Communication Information

When you start the debugger from a the CodeWarrior IDE, the debugger automatically
prompts you to specify communication information. However, if necessary, you can
change the communication information directly from the debugger.

To specify communication information:

1. Start the debugger — the True-time Simulator & Real-time Debugger window
appears.

For more information see “Starting the Debugger” on page 30.
2. From debugger main menu, select FSCICEBASE-HC08

The FSICEBASE-HCO08 menu is between the Run menu and the Component menu. If
you do not see the FSICEBASE-HC08 menu, you need to specify the target interface.
For more information on specifying a target see, “Specifying A Target” on page 35.

3. Select Communication — Communication dialog box opens (Figure 3.2)
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Figure 3.2 Communication Dialog Box

FSICEBASE Communication [x]

Connection Type
& TCPAP

10.6827186.112 Default

 uss

Y Cancel

4. Specify communication information

a. If you use an Ethernet connection to connect your host computer to the

FSICEBASE:
* select TCP/IP, and
+ in the text box, type the IP address of the FSICEBASE

NOTE

The network administrator of your Local Area Network (LAN) needs to assign
the IP address of the FSICEBASE on the network. You can use the default [P
address, and give this address to your network administrator. Or, your network
administrator might choose to create a different IP address. If the network
administrator chooses the IP address, you need to assign the IP address to the
FSICEBASE. For more information see, “Assigning An IP Address To The
FSICEBASE” on page 38.

NOTE

Make sure that the cable between the host computer and the FSICEBASE is a
cross-over Ethernet cable if you are connecting directly to the PC (not through
a LAN). Also make sure that the host computer uses a static IP address. (The
FSICEBASE does not assign an IP address to the host computer.) If you use
the default IP address of the FSICEBASE (192.168.0.1), we recommend that
you assign the following IP address to the host computer: 192.168.0.2.

NOTE

Make sure that the host computer and FSICEBASE both use the same subnet
mask. For more information, see “Assigning An IP Address To The
FSICEBASE” on page 38.

b. Ifyouuse a USB cable to connect your host computer directly to the FSICEBASE

station, select USB,

5. Click OK

The debugger attempts to connect to the FSICEBASE. An information box shows the
progress. You can click Cancel in the information box if you do not want to
immediately connect to the FSICEBASE.

The debugger saves the communication information that you specified. It uses the
communication information the next time that it connects to the FSICEBASE.

Freescale Semiconductor
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Assigning An IP Address To The FSICEBASE

The FSICEBASE ships from the factory with the following internal default IP address:
192.168.0.1

Depending on how you connect the host computer to the FSICEBASE, you might need to
change the IP address of the FSICEBASE. The CodeWarrior software includes a utility
that allows you to assign a different IP address to the FSICEBASE.

To assign an IP address to the FSICEBASE:
1. Use a USB cable to connect the host computer to the FSICEBASE

NOTE  You may also connect using the setup utility to make network configuration
changes via Ethernet using the default IP address directly using the Ethernet
crossover cable or through your LAN using the straight through Ethernet cable
if your LAN supports the default IP settings.

2. Start the FSICEBASE Configuration Utility
a. From Windows desktop, click Start menu
b. Select Run
c. Browse to the following executable file:
installation directory\prog\GDI\FSICEBASE\setup.exe

The installation directory is the directory where you installed the
CodeWarrior software. The default installation directory is

C:\Program Files\Metrowerks\CW08 V3.1
d. Click OK — The FSICEBASE Configuration Utility starts (Figure 3.3)

Figure 3.3 FSICEBASE Configuration Utility

3 FSICEBASE Configuration Utiiity. [_[C1x]

Version Network | Diagnastios | Fimware. |

Broadoast Addiess Set Defaulf

IPADDR = 10.82.186.112
HOSTNAME = FSICEBASE
GATEWAY = 1082 187.254
BROADCAST = 192,166 255,255
NETMASK = 16

|

3. Click Connect to FSICEBASE button — FSICEBASE Communication dialog box
appears
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Figure 3.4 FSICEBASE Communication Dialog Box

Connection Type
 ICPAP

10.62.186.112 [efault

& s

Cancel

4. Select USB

NOTE  You can also use the default IP address to connect through TCP/IP.

5. Click OK — the FSICEBASE Configuration Utility connects to the FSICEBASE
6. Click Network tab of FSICEBASE Configuration Utility
7. In Address text box, type the IP address that you want to assign to the FSICEBASE

NOTE  All hosts on a network must have a unique IP address. If you are connecting the
FSICEBASE to a Local Area Network (LAN), consult with your network
administrator to obtain a valid IP address.

8. From Mask combo box, select the subnet mask that you want to assign to the
FSICEBASE

NOTE  All the hosts in a sub-network must have the same subnet mask. For that
reason, if you connect the host computer directly to the FSICEBASE (not
through a LAN), you must ensure that the host computer uses the same subnet
mask as the FSICEBASE.

9. If applicable, in Default Gateway text box, type the IP address of the gateway that the
FSICEBASE should use to connect to a network

10. If applicable, in Broadcast Address text box, type the IP address that you want the
FSICEBASE to use as the broadcast address on the network

NOTE  The gateway IP address is required to connect from one LAN to another. The
broadcast IP address is the last IP address in the range of IP addresses on a
network. The broadcast address is reserved by the network to allow a single
host to make an announcement to all hosts on the network. Consult your
network administrator for more information. Normally you should not need to
update this value.
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11. Click Change button

The FSICEBASE Configuration Utility displays a dialog box (Figure 3.5) with the
information that you specified. If information is wrong, click No to return to the
Network tab and correct the information.

Figure 3.5 IP Address Change Confirmation Dialog Box

Current IP iddress:
\?.J PADDR 10,82, 186.123
HOSTNAME FSICERASE
GATEWAY _10.82.187.254
EROADCAST 192, 168,255.255
NETMASK 16
New IP address:
PADDR  10,82,186.123
HOSTNAME FSICEBASE
GATEWAY 10.82.187.254
BROADCAST 192, 168,255.255
NETMASK 16
Change IP address ?

——

12. Click Yes

The FSICEBASE Configuration Utility assigns the new IP information to the
FSICEBASE.

Specifying a Memory Map
Different MCU designs require different memory map configurations of the FSICEBASE
system.

A personality file defines memory maps for particular MCUs. The personality file defines
the memory map of each MCU supported by an emulator module (EM). Personality files
ship with the separately purchased EMs. Refer to the appropriate EM user’s manual to
determine the personality files used by a particular EM module.

If an EM is connected to the FSICEBASE, the CodeWarrior software automatically loads
the default personality file that corresponds to the EM. If the CodeWarrior software does
not find an appropriate personality file, the debugger displays an error message when it
tries to connect to the FSICEBASE.

After the debugger has loaded a memory map, you can view the memory map and modify
it.
To use the Command line to view the current memory map:

1. From debugger main menu, select Window > Command to view the Command
window. If you do not see the Command window:

a. From the debugger main menu select Component > Open
b. Select Command
c. Click OK — the debugger opens a new Command window.

2. Click on command line (place insertion point on command line)
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3. Type MEM

Command window (Figure 3.6) displays memory map information: a representation of
the current system memory map, and the lower and upper boundaries of the internal
module that contains the MCU registers.

Figure 3.6 Command Window in the Debugger
T — o

@DI DLL called: DI_CB_MIWKS EXTENSION Callback (MIWKS_CB_PROJECTACCESS)

inzmen

Memory Map for MCSHCO08GZE0 derivative, MCUID=43D
Internal Registers  00000000..0000003F

Memory Lddresses

REGISTERS 00000000
REGISTERS

(enabled)
(enabled)

REM {enabled)

RAM (enabled)

FLASH 0 (enabled)

FLASH (enabled)

FLASH 000 c f{enabled)

MONITOR_ROM 00001B50..0000396E (enabled)

in| B
K| i)

To modify a memory map:

1. Start the debugger — the True-time Simulator & Real-time Debugger window
appears.

For more information see “Starting the Debugger” on page 30.
2. From debugger main menu, select FSCICEBASE-HC08

The FSICEBASE-HCO08 menu is between the Run menu and the Component menu. If
you do not see the FSICEBASE-HC08 menu, you need to specify the target interface.
For more information on specifying a target see, “Specifying A Target” on page 35.

3. Select Memory Map — Memory Map dialog box opens (Figure 3.7)
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Figure 3.7 Memory Map Dialog Box

G
File: ...les\Metrowerk s\ Cw/08 V3 14proghmem00C 3001 mem Load.

™ Auto select according to MCUID: 043D Save.

Type  Stat End Comment
FRU or T0P_1/0 Registers

RAM 0040 - D43F -1

10 0440 - 0461 PRU or TOP UPPER I/0 Registers

RAOM 0462 - D4FF ROM USER ROM (FLASH-2)

Lu] 0500 - 057F PRU or TOP MSCaN CONTROL-BUFFERS
RAM 0580 097F RAM-Z

ROM  0980-1B7F ROM USER ROM (FLASH-2)
NONE 1880 - 1ETF NONE  Unimplemented

0 LE ple ) =l
Star: [0000 End [00F Type: [10 -

Comment: [FAL o TOP 1/01 Registers

sod | Update | peele |

™ Cancal

4. Specify memory map information
a. From Memory list box, select portion of map to change
b. In Start text box, type new start address of range desired
c. In End text box, type new end address of range desired
d. Select Type of memory the new range should represent
e. In Comment text box, type new description of range if appropriate

f. Click Update button to update highlighted range, or Add button to add a new
range (be careful not to overlap ranges)

5. To delete an existing range:
a. From Memory list box, select portion of map to delete
b. Click Delete
6. To Save the definitions of the memory map that you specified:
a. Click Save — Save Memory Configuration dialog box appears

b. In File Name text box, type name you want to give the memory map file (. mem
file)

c. Click Save — debugger saves .mem file, which you can use (load) later
7. Click OK

The debugger loads the new memory map information. The Command window of the
debugger shows confirmation message.

Specifying the Clock Speed

The FSICEBASE platform board can supply an external oscillator clock source for the
MCUs OSCl1 input. Note that many emulator modules (EMs) require a specific jumper
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configuration so that this clock source can be used. Refer to the specific EM user's manual
for EM clock source information.

The FSICEBASE has several clock frequencies available: six internally generated clock
frequencies (32 MHz, 16 MHz, 8 MHz, 4 MHz, 2 MHz, and 1 MHz), an external clock
source, or an on-board EM clock (only on certain EM boards). You can also define a
custom internal clock speed.

If you use an external clock source, you need to use a logic clip to connect the clock to the
FSICEBASE. You must use logic clip A. Use the white wire to connect to the external
clock.

To specify the clock speed:

1. Start the debugger — the True-time Simulator & Real-time Debugger window
appears.

For more information see “Starting the Debugger” on page 30.
2. From debugger main menu, select FSCICEBASE-HC08

The FSICEBASE-HCO08 menu is between the Run menu and the Component menu. If
you do not see the FSICEBASE-HC08 menu, you need to specify the target interface.
For more information on specifying a target see, “Specifying A Target” on page 35.

3. Select Target Signals — Target Signals dialog box opens (Figure 3.8)

Figure 3.8 Target Signals Dialog Box
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4. Specity clock source. From MCU Clock section of dialog box, select whether the
clock is connected externally, on a connected emulator module (EM), or FSICEBASE
Generated.

5. Specify clock speed if internally generated
a. Ifyou selected FSICE Generated, select the clock speed to be emulated

b. Ifyou selected Custom, type clock speed in Custom text box

NOTE Ifyou specify a custom clock speed, be aware that the FSICEBASE can
provide clock speeds from 4100Hz to 40MHz in steps of SkHz. The
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FSICEBASE uses a clock synthesis chip to generate the clock speed. This
method is not as accurate as a crystal: only within about 0.75% absolute
frequency with about 5% jitter. If you choose a clock value (either from one of
the radio buttons or by typing it in) that is an integer divisor of 32MHz or
9.8304MHz, you will get an accurate crystal-sourced clock.

NOTE  Ifyou set the MCU clock speed above or below the limits described in the

MCU or EM board specifications for the operating voltage and temperature,
you may not be able to communicate with the FSICEBASE. If this occurs,
change the clock settings in the target signals dialog box so they are withing the
operating limits of the MCU or EM board before attempting to connect again.

6.

Click OK

Figure 3.9 Confirmation Message in Command Window
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The debugger instructs the FSICEBASE to use new clock information. The Command
window (Figure 3.9) of the debugger shows confirmation message.

Loading Program In Debugger

If you start the debugger from a project in the CodeWarrior IDE, the debugger
automatically loads the program into the target memory. The debugger can load a file that
is in an S-Record format (. s19 file) or an absolute format ( . abs file). The default
project configuration produces an output file in the . abs format.

If want to use the debugger to load an application:

1.

From the debugger main menu, select File

2. Select Load Application — the Open File dialog box appears
3.
4. Click Open — debugger loads the application you specified

Specify the location of the executable program file and the type (. abs or . s19 file)

Setting Up Logic Cables And Connectors

The diagram below shows the pin numbering for pod A, pod B, and pod C logic cable
connectors of the station module. Table 3.1 shows the pinout information of the logic
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clips. You can use the logic clips to capture external signals and for triggering. (Pin 19 of
the pods provides connection to an external ground.) In addition, pod connectors A and B
are used as external clock inputs for the emulator clock and bus state analyzer time tag.
The table also provides color code information for each pod. The external clock inputs are
through pin 17 of pods A and B. Pod A pin 17 is the external clock input for the emulator.
To use this source as the external MCU clock, make the desired clock connection to the
white probe tip and select the external clock source in the target signals dialog or use the
OSC command to select an external source.

Pod B pin 17 is the external time tag input for the bus state analyzer. To use this source
for the analyzer, make the desired clock connection to the white probe tip and select the
external time tag clock source in the BSA configuration dialog or use the TIMETAG
command to select an external time tag source.

Table 3.1 Pod and Logic Cable Pin Assignments

Pod Pin Pod A Signal Pod B Signal Pod C Signal Probe Color

1 LCO LC8 LC16 Brown (BRN)
2 GND GND GND

3 LCl1 LC9 LC17 Red (RED)
4 GND GND GND

5 LC2 LC10 LC18 Orange (ORG)
6 GND GND GND

7 LC3 LCI11 LCI19 Yellow (YEL
8 GND GND GND

9 LC4 LC12 LC20 Green (GRN)
10 GND GND GND

11 LCs LC13 LC21 Blue (BLU)
12 GND GND GND

13 LCé6 LC14 LC22 Purple (PUR)
14 GND GND GND

15 LC7 LC15 LC23 Gray (GRY)
16 GND GND GND
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Table 3.1 Pod and Logic Cable Pin Assignments

Pod Pin Pod A Signal Pod B Signal Pod C Signal Probe Color
17 EXT _OSC TT_OSC None White
18 GND GND GND
19 GND GND GND Black
20 GND GND GND

Modifying Values In Memory

During a debugging session, you often will want to manipulate the values contained in
specific memory locations. You can use the Memory window to change the contents of
memory.

To change a value in memory:

1. From debugger main menu, select Window > Memory to view the Memory window
(Figure 3.10). If you do not see the Memory window:

a. From the debugger main menu select Component > Open
b. Select Memory

c. Click OK — the debugger opens a new Memory window.

Figure 3.10 Memory Window
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2. Use scroll bar of Memory window to navigate to desired memory addresses.

The Memory window shows memory addresses in the far left column. The second
column shows the value contained in that address. The next column shows the value
contained in the next higher address, and so on. Each row shows the values of sixteen
addresses. The far right area of the window shows the corresponding ASCII
representation of the values. The layout of the values changes if you select a different
numeric format.
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3. Double click on the value to change — the Memory window highlights the value and
displays “Edit mode” at the top of the window

4. Type the desired value
5. Press ENTER key
The debugger writes the new value to memory.
6. If you want to block fill a range of memory addresses:

a. In Memory window, right click mouse — the Memory window displays a drop-
down menu

b. Select Fill — Fill Memory dialog box appears

Figure 3.11 Fill Memory Dialog Box
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c. in from Address text box, type beginning address of range to fill
d. in to Address text box, type ending address of range to fill

e. in Value text box, type value to write to each address in the range
f. Click OK

The debugger allows you to view and modify memory values in several other ways. For
more complete information, refer to the Help menu of the debugger.

Using Log Files
The FSICEBASE can maintain a log file that will capture events displayed on the debug
screen. Entries in the log include:
* Commands entered on the command line
» Commands read from a script file
* Responses to commands
* Error messages

* Notifications of changes in status, such as breakpoints and WAIT or STOP
instructions.

To use the Command line to start a log file:
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1. Select Window > Command to view the Command window (Figure 3.12). If you do
not see the Command window:

a. From the debugger main menu select Component > Open
b. Select Command
c. Click OK — the debugger opens a new Command window.

Figure 3.12 Command Window in the Debugger
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2. Click on command line (place insertion point on command line)
3. Type LF — Open file dialog box appears
4. Specity log file

a. In File name text box, type name you want to give log file

b. Click Open — debugger starts logging information from Command window to log
file

5. To stop writing to the log file:
a. Click on command line (place insertion point on command line)
b. Type LF — Open file dialog box appears

c. Click Cancel — debugger stops writing to log file; Command window shows
confirmation message
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The Freescale In-Circuit Emulator Base (FSICEBASE) includes a MONO8 debug port.
The debug port is located on the side of the enclosure of the FSICEBASE. You
communicate to the MONO8 debug port using the Universal Serial Bus (USB) port.

This chapter contains the following sections:
* Setting Up Hardware For the MONOS8 debug port
* Establishing Communication Through The MONOS Debug Port

The MONO8 debug port allows you to communicate with a target MCU device for the
purpose of in-circuit debugging and programming. The MONOS debug port let’s you take
advantage of the monitor mode of the MCU. You can directly control:

* program execution

« reading/writing of registers

* reading/writing of values in memory
 debugging of code on the processor

The CodeWarrior software includes support for the MONO8 debug port. Although other
software is available to use with this port, you do not need to install additional software. In
order to communicate with a target through the MONOS8 debug port, you need to:

* set up the hardware and install CodeWarrior Development Studio for HC(S)08
software

« establish communication

Setting Up Hardware For the MONO0S8 debug
port

The USB port of the FSICEBASE provides access from the host computer to the MONO8
debug port.

To setup the hardware to connect through the MONOS8 debug port:

1. Make sure power supply is not connected to FSICEBASE

2. Connect rectangle-shaped end of USB cable to host computer

3. Connect other end (square-shaped end) of USB cable to FSICEBASE

4. Connect 16-pin ribbon cable to the MONOS interface connector of the FSICEBASE
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CAUTION  Make sure to connect ribbon cable so that striped side of cable lines up
with pin 1 of interface connector.

5. Connect other end of 16-pin ribbon cable to MONOS port of target board

CAUTION  Make sure to connect ribbon cable so that striped side of cable lines up
with pin 1 of MONOS port of board or that all the board connections are
appropriate for the specific MCU you are using.

6. Connect power cable to FSICEBASE
a. Connect round end of 5-volt power cord to barrel connector on FSICEBASE
b. Plug power supply into surge-protected strip
c. Connect surge-protected strip to AC outlet

7. Switch on power switch of FSICEBASE

The FSICEBASE is now ready to provide communication between a target device and a
host computer through the MONOS debug port.

Establishing Communication Through The
MONO08 Debug Port

To establish communication between your host computer and the FSICEBASE, you will
need to install the CodeWarrior software, create a project, and start the debugger. The
following procedure assumes that have installed the CodeWarrior software and created a
project.

When you use the New Project Wizard to create a project in the IDE, the last page of the
wizard (Figure 4.1) allows you to specify the connection information that you want the
project to contain. If you check the P&E Hardware Debugging checkbox, the wizard
adds a build target to your project that is configured to connect through P&E Hardware.
This includes support for connecting through a MONOS8 debug port.

If you did not include the P&E Hardware Debugging connection when you created your
project, your project does not automatically contain a build target for that connection.
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Figure 4.1 Last Page Of Connection Wizard
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However, you can specify the connection information (and MONOS support) in the
debugger. The following procedure explains how to do so.

To establish communication between your host computer and the FSICEBASE through
the MONOS8 debug port:

1. Setup hardware as explained in “Setting Up Hardware For the MONOS8 debug port” on
page 49.

2. Start the debugger
(See “Starting the Debugger” on page 30.)
3. From debugger main menu, select Component

4. Select Set Target — Set Target dialog box appears (Figure 4.2)

Figure 4.2 Set Target Dialog Box
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5. From the Processor drop-down menu, select the appropriate target processor type

6. From Target Interface drop-down menu, select P&E Target Interface
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7. Click OK

The debugger begins to run in Full Chip Simulations mode, which is the default mode
for this target interface in the debugger.

The debugger adds a menu item labeled PEDebug to the main menu of the debugger.
You can use the PEDebug menu to configure target specific information, and to
instruct the debugger to connect or disconnect from the target device.

8. Select Derivative
a. From debugger main menu, select PEDebug
b. Select Device:xxxx

c. Select the derivative that corresponds to the target device to which the
FSICEBASE is connected

9. Specify In-Circuit Debug mode
a. From debugger main menu, select PEDebug
b. Select Mode:Full-Chip Simulation — mode menu appears

c. Select In-Circuit Debug/Programming — Connection dialog box appears
(Figure 4.3); dialog box shows MONO8 connector information for specific MCUs

Figure 4.3 PEDebug Connection Dialog Box
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10. Specify connection information

a. From Target Hardware Type drop-down box, select
Class 7 - P&RKE MON08 MULTILINK or USB MON08 MULTILINK
connected to target via ribbon cable

b. Make sure the MCU you are using is selected in the device type pull-down list

c. Specify other connection information as appropriate
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d. Make sure the P&E USB connection shows up in the port pull-down list (you must
have the FSICEBASE powered and switched on for it to appear in the list)

11. Click Contact target with these settings

The debugger connects to the target device through the MONO8 debug port of the
FSICEBASE. You can view the status of the target power using the target power LED.
The ready MONO8 LED indicates that the USB connection is operational and the
MONOS debug port is ready to communicate.
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Using the Debugger

This chapter explains how to use some of the debugging features of the Freescale In-
Circuit Emulator Base (FSICEBASE). This chapter contains the following sections:

« Starting The Debugger
* Changing CPU Register Values
» Viewing Memory
* Resetting The Emulation System
» Using Breakpoints And Watchpoints
* Controlling Program Execution
For more complete information on the features of the debugger, refer to:
« the online help of the debugger, available from the Help menu of the debugger

» CodeWarrior™ Debugger User Manual, available in PDF format from the directory
where you installed the CodeWarrior software:

/Help/pdf/Manual Engine HCO08.pdf

Starting The Debugger

To start the debugger:

1. In the Project window of the CodeWarrior IDE, select the build target that you want to
debug.

Figure 5.1 Build Target in Project Window
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2. From main menu bar of the IDE, select Project
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3. Select Debug

The IDE opens the True-time Simulator & Real-time Debugger window. The IDE
loads the application in the debugger and establishes communication with the
FSICEBASE module.

Changing CPU Register Values

The Register window of the debugger displays the contents of the CPU registers and the
condition code register. These registers — A, HX, SP, SR, Status, and PC — contain data
that affects execution of an instruction.

You can use the Register window or the Command line to change the value contained in
registers.

Using the Register Window to Change Register Values

To use the Register window to change the value contained in a register:

1. From debugger main menu, select Window > Register to see the Register window
(Figure 5.2). If you do not see the Register window:

a. From the debugger main menu select Component > Open
b. Select Register
c. Click OK — the debugger opens a new Register window.

Figure 5.2 Register Window in the Debugger
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2. In the Register Window, double-click the value that you want to change — the value
becomes highlighted

3. Type the desired value
4. Press ENTER key

The debugger sets the value that you specify, and uses the value the next time that it
executes an instruction.
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Using the Command Line to Change Register Values

To use the Command line to change the value contained in a register:

1. Select Window > Command to view the Command window (Figure 5.3). If you do
not see the Command window:

a. From the debugger main menu select Component > Open
b. Select Command

c. Click OK — the debugger opens a new Command window.

Figure 5.3 Command Window in the Debugger
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2. Click on command line (place insertion point on command line)

3. Type RS — the Command window displays the syntax of the RS command

4. Use the RS command to set register values — for example. to set the value of the
program counter (PC) to hexadecimal 1ECB, type:

RS PC = 0xX1ECB

You can also use the RD command in the Command window. The RD command
displays the current values contained in the registers. For more information on the RD
and RS commands, see the documentation that accompanies the CodeWarrior
software.

Viewing Memory

The Memory window displays the values stored in the target memory. It displays RAM
and ROM values updating in real-time during code execution if you select the periodic
dispay mode. You can view the values in different numeric formats, such as decimal,
hexadecimal, and binary.

To view values stored in target memory:

1. From debugger main menu, select Window > Memory to view the Memory window
(Figure 5.4). If you do not see the Memory window:

a. From the debugger main menu select Component > Open

b. Select Memory
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c. Click OK — the debugger opens a new Memory window.

Figure 5.4 Memory Window
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The Memory window shows memory addresses in the far left column. The second
column shows the value contained in that address. The next column shows the value
contained in the next higher address, and so on. Each row shows the values of sixteen
addresses. The layout changes if you instruct the Memory window to display a
different numeric format.

The far right area of the window shows the corresponding ASCII representation of the
values. Control and other non-printing characters appear as periods.

2. To view values in a different numeric format:
a. Right click mouse in Memory window — drop-down menu appears
b. Select Format — drop-down menu appears
c. Select a format such as Hex, Dec, or Bin
Memory window displays values in format that you selected.
3. To change the display update mode
a. Right click mouse in Memory window — drop-down menu appears
b. Select Mode — drop-down menu appears

c. Select a mode: Automatic - updates when the debugger issues a command, such as
after stepping, Periodical - updates at the specified time interval, Frozen - never
updates

4. Use scroll bar of Memory window to navigate to desired memory addresses.
To display a specific address:
a. Right click mouse in Memory window — drop-down menu appears

b. Select Address — Display Address dialog box (Figure 5.5) appears
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Figure 5.5 Display Address dialog box
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c. In Address text box, type address that you want Memory window to display

d. Click OK

The Memory window displays and highlights the address that you specified. The
memory window also highlights the contents of the address.

To learn about viewing the memory map, see “Specifying a Memory Map” on page 40.

Resetting The Emulation System

The debugger allows you to reset the emulation MCU and set the PC register to the
contents of the reset vector.

To reset the FSICEBASE:

1. If the FSICEBASE is connected to an emulator module (EM), specify the type of reset
available to the EM.

a. From debugger main menu, select FSCICEBASE-HCO08

The FSICEBASE-HCO08 menu is between the Run menu and the Component
menu. If you do not see the FSICEBASE-HC08 menu, you need to specify the
target interface. For more information on specifying a target see, “Specifying A
Target” on page 35.

b. Select Target Signals — Target Signals dialog box opens (Figure 5.6)

Figure 5.6 Target Signals Dialog Box
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c. Ifyou want to allow a reset signal coming from the target system (through the
target cable), check the Reset IN checkbox.

Some EMs include a hardware jumper that governs target resets. Make sure to
configure jumpers as necessary to use the Reset IN option. For more information,
refer to your EM’s documentation. Many MCU s also control reset availability in
certain control registers specific to the MCU.

d. Ifyou want to allow a reset signal to be sent to the target system (through the target
cable) such as from an internal MCU source or from a debugger reset, check the
Reset Out checkbox.

NOTE  Ifyou check both Reset IN and Reset Out the internal resets of the emulator
MCU will not be sent to the target system. Debugger resets will still be sent to
the target.

e. Click OK
2. From debugger main menu, select FSCICEBASE-HC08
3. Select Reset

The debugger sends a reset signal to the FSICEBASE if the Reset OUT option was
checked.

Using Breakpoints And Watchpoints

A properly defined breakpoint allows you control program execution so that you can
analyze the contents of registers and memory locations, and the states of various signals.
You can use the debugger to set breakpoints on lines of code. You can also set breakpoints
on a specific address if the address contains an executable instruction.

You can define simple breakpoints or complex breakpoints.

A simple breakpoint causes the debugger to pause execution. During program execution,
when the debugger encounters an instruction that is associated with a simple breakpoint,
the debugger pauses execution. It pauses the execution before executing the instruction
where the breakpoint is defined.

A complex breakpoint allows you to define conditions or commands. During program
execution, when the debugger encounters an instruction that is associated with a complex
breakpoint, the debugger pauses execution only if a certain condition is met. You can also
define the breakpoint to execute a command instead of halting execution.

For more information on breakpoints, refer to the online help of the debugger.

Watchpoints are similarly used to control program execution, but they are set on data
address locations. The conditions and command execution setup are similar to
breakpoints. In the memory window, you can select an address location, right-click and
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choose Set Watchpoint from the menu that appears. Conditions are set in the same way as
breakpoints, but under the watchpoints tab in the controlpoints configuration dialog.

Setting Breakpoints on Lines of Code
To set a simple breakpoint on an executable line of code:
1. Load the program to debug

a. Ifyou launched the debugger from a project in the CodeWarrior IDE, the debugger
automatically loads the program (. abs or .elf file)

b. If the debugger has not loaded the program that you want to debug:
* From the debugger main menu, select File > Load Application
* Specify the location of the executable program file (.abs or . s19 file)
* Click Open — debugger loads the application you specified

2. In the Source window or in the Assembly window, place mouse cursor next to the
executable line of code where you want to set the breakpoint

3. Right-click mouse — menu appears
4. Select Set Breakpoint

The debugger sets a breakpoint on the line of code that you specified. A red arrow
appears (Figure 5.7) to the left of the line of code. The debugger halts execution the
next time that it encounters this breakpoint during execution.

Figure 5.7 Breakpoint in Source Window
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To define a complex breakpoint:
1. From debugger main menu, select Run

2. Select Control Points — Controlpoints Configuration dialog opens (Figure 5.8)
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Figure 5.8 Controlpoints Configuration Dialog Box
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3. Click on Breakpoints tab
4. From breakpoint list, select breakpoint you want to change
5. If desired, in the Condition text box, type an expression

When the debugger encounters the breakpoint, it evaluates the expression; if the
expression evaluates to TRUE, the debugger acknowledges the breakpoint. It the
expression evaluates to FALSE, the debugger ignores the breakpoint.

6. If desired, in the Command text box, type an executable instruction

When the debugger encounters the breakpoint, it executes the instruction. If you
specify a condition, the condition must be met for the instruction to be executed.

7. Click Add button — debugger adds breakpoint to list of breakpoints
8. Click OK

The debugger sets all breakpoints listed in the Controlpoints Configuration dialog
box.

Figure 5.9 Complex Breakpoint in Assembly Window
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The Source window and Assembly window display arrows (Figure 5.9) to indicate
location of breakpoints in code.
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Setting Breakpoints on Addresses

You can set a breakpoint on a memory address. The address must contain an opcode
(instruction fetch code). If an instruction exists at one address and the data used by the
instruction exists on the next two bytes, you must set the breakpoint on the instruction
address. If you set the breakpoint on an address containing data, the debugger ignores the
breakpoint.

To set a breakpoint on an address:
1. Load the program to debug

a. Ifyou launched the debugger from a project in the CodeWarrior IDE, the debugger
automatically loads the program (. abs or . elf file)

b. If the debugger does not contain the application that you want to debug:
* From the debugger main menu, select File > Load Application
 Specify the location of the executable file (. abs or .elf file)
* Click Open — debugger loads the application you specified
2. From debugger main menu, select Run

3. Select Control Points — Controlpoints Configuration dialog opens (Figure 5.6)

Figure 5.10 Control Points Dialog Box
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4. Click on Breakpoints tab

5. In Address text box, type address that contains the opcode where you want to set the
breakpoint
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6. If desired, in the Condition text box, type an expression

When the debugger encounters the breakpoint during execution, it evaluates the
expression; if the expression evaluates to TRUE, the debugger uses the breakpoint. If
the expression evaluates to FALSE, the debugger ignores the breakpoint.

7. If desired, in the Command text box, type an executable instruction

When the debugger encounters the breakpoint, it executes the instruction. If you
specified a condition, the condition must be met for the instruction to be executed.

8. Click Add button — Controlpoints Configuration dialog box adds breakpoint to list
of breakpoints

9. Click OK

The debugger sets all breakpoints listed in the Controlpoints Configuration dialog
box.
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Controlling Program Execution

One of the main functions of the debugger is to provide a way to control execution of the
program running on the target.

To control program execution:

1. Load the program to debug

a. Ifyou launched the debugger from a project in the CodeWarrior IDE, the debugger
automatically loads the program (. abs or .elf file)

b. Ifthe debugger does not contain the application that you want to debug:

* From the debugger main menu, select File > Load Application

* Specify the location of the executable file (. abs or .elf file)

* Click Open — debugger loads the application you specified

2. From debugger main menu, select Run

3. Select the action that you want the debugger to perform.

Table 5.1 describes the commands that control execution.

Table 5.1 Program Execution Commands

Command

Description

Start/Continue

Starts or continues execution of the loaded application from the
current program counter (PC). Execution continues until the
debugger encounters a breakpoint, a runtime error occurs, or the
execution is halted.

Restart

Starts execution of the loaded application from the application entry
point.

Halt

Interrupts and halts a running application. You can examine the state
of each variable in the application, set breakpoints, watchpoints, and
inspect source code while the application is halted.

Single Step

If the application is halted, performs a single step at the source level.
Execution continues until the debugger reaches the next source
reference. If the current statement is a procedure call, the debugger
"steps into" that procedure. The Single Step command does not treat
a function call as one statement, which is why it steps into the
function.

Step Over

Performs a single step at the source level. but does not step into
called functions. The debugger executes function call as if it were
one statement.
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Table 5.1 Program Execution Commands

Command Description

Step Out If the application is halted while executing a function, this command
continues execution of the function. Execution stops at the
instruction following the current function. If the debugger is not in
the process of executing a function calls, the Step Out command is
not performed.

Assembly Step If the application is halted, performs a single step at the assembly
level. Execution continues for one CPU instruction from the point it
was halted. This command is similar to the Single Step command,
but executes one machine instruction rather than a high level
language statement.

Assembly Step Over If the application is halted, performs a single step at the assembly
level, stepping over subroutine call instructions.

Assembly Step Out If the application is halted inside a function, this command continues
execution and stops on the CPU instruction following the current
function invocation. This command is similar to the Step Out
command, but stops before the assignment of the result from the
function call.

For more information on controlling program execution refer to the online help of the
debugger, available from the Help menu of the debugger.
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Using the Bus State Analyzer

This chapter explains how to use the bus state analyzer (BSA). This chapter contains the
following sections:

¢ Overview

» Using the Bus State Analyzer

Overview

The bus state analyzer (BSA) shows the logical state of the target MCU bus and external
signals during program execution. The BSA takes a snapshot of the MCU bus. It also
captures the signals from the external logic clips Pods A, B, and C of the FSICBASE (24
lines in total). This capturing of data enables you to determine what is occurring in a
system without actually disturbing the system.

At the end of each MCU clock cycle, the BSA takes a snapshot of the logical states of the
target MCU bus and external inputs. The analyzer stores the snapshots in the trace buffer,
according to its mode. (This action is known as storing cycles.)

NOTE  The analyzer is a bus state analyzer: It does not show signal hold or setup
times.

To start using the BSA, you need to define patterns of logical states as events (or terms).
You also need to specify the analyzer mode: continuous, counted, or any of five sequential
modes. This determines which cycles the analyzer stores.

Data collection (cycle storage) begins when you arm the analyzer and start program
execution, depending on the triggering mode and state. Data collection continues until
execution stops, through a specified number of events, or through a defined sequence of
events, or optionally until the trace buffer is full.

Using the Bus State Analyzer

To use the bus state analyzer (BSA) to produce useful data that you can view and analyze,
you must:

* define events (terms) and/or triggering sequence, and
+ arm the BSA.
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Defining Events

You define an event by specifying a combination of criteria. You can define the criteria to
be particular values on the address or data bus, read or write access on an instruction or on
data, extended address access, or signals sent through one of the five logic clips that you
can connect to Pod A of the FSICEBASE.

The Bus State Analyzer uses the criteria that you specify to create an event, and labels the
event A, B, C, or D. When the BSA determines that the criteria of a certain event has been
met, depending on the triggering mode, it records the data that is on the bus of the MCU at
that particular clock cycle. It also records the data that is in the lines of Pods A, B, and C.
You can control the way that the BSA records this information by specifying a recording
mode.

To define an event:
1. Start the debugger
2. Load the program to debug

a. Ifyou launched the debugger from a project in the CodeWarrior IDE, the debugger
automatically loads the program (. abs or .elf file)

b. If the debugger has not loaded the program that you want to debug:
+ From the debugger main menu, select File > Load Application
+ Specify the location of the executable program file (. abs or . s19 file)
* Click Open — debugger loads the application you specified
3. From debugger main menu, select FSCICEBASE-HC08

The FSICEBASE-HC08 menu is between the Run menu and the Component menu. If
you do not see the FSICEBASE-HC08 menu, you need to specify the target interface.
For more information on specifying a target see, “Specifying A Target” on page 35.

4. Select Bus Analyzer Configuration — Bus Analyzer Configuration dialog box opens
(Figure 6.1)
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Figure 6.1 Bus Analyzer Configuration Dialog Box
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Select Term or Range

A range consists of two 32-bit values. Range does not refer to a range of addresses. If
you define an event as a range, the BSA triggers every time the input falls between the
range starting term (the first 32-bit value) and the range ending term (the second 32-bit
value).

In Address area, specify the address(es) that the BSA monitors
In Data area, specify the data that the BSA monitors
In Access area, specify the type of access that the BSA should monitor

In Type area, specify whether the BSA should record only if encountering data,
instructions or any kind of value at the specified address

. Specify Pod A signals (logic clips attach to pins of Pod A) that the BSA should

monitor for this event

NOTE  You can use five of the pod A logic clips to define an event. The other signals

of Pod A, and the signals of Pods B and C cannot be used to define an event.
The Bus Analyzer Configuration dialog box shows the five clips that you can
use to trigger an event. The choice of these five signals is hard-set in the
FSICEBASE; you cannot choose other signals to be used as event criteria,
however, the BSA does capture data from all 24 lines of Pods A, B, and C.

11.
12.

If you want the term to also acts as a breakpoint, check the Breakpoint checkbox
Specify the Recording Mode
+ For information about the recording mode, see “Recording Modes” on page 70.

» If you check the Stop when recording completes checkbox, the debugger stops
program execution when bus state analyzer recording is done.
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13. Specify the Time Tag Clock Frequency

14. If an appropriate recording mode is selected, check the box to stop execution when the
trace buffer is completely filled with captured information (otherwise it will continue
to capture new information, overwriting older information, until execution is halted)

15. Click Save to apply the event information to the current debug session and close the
dialog box. The BSA uses the terms when you arm the BSA.

16. Click Save... to save the event information to a file
17. Click Arm to ready the BSA to collect data.

The BSA does not start collecting data until execution begins.The debugger indicates
that the BSA is armed by showing the word Armed in the status bar.

Recording Modes

When you define an event, you can specify the recording mode that the Bus State
Analyzer uses to collect data. This section explains how the different modes work.

Continuous: all cycles

After execution begins, the trace buffer begins storing data from the first cycle. This
continues until execution arrives at a breakpoint, or until you halt execution.

Continuous: events only

After execution begins, the trace buffer begins storing data when data matches an event
definition. This continues until execution arrives at a breakpoint, or until you halt
execution

Counted: all cycles

After execution begins, the trace buffer begins storing data until after the specified number
of cycles from first cycle. (A breakpoint can stop storage before the analyzer stores the
specified number of cycles, as can halting execution.)

Counted: events only

After execution begins, the trace buffer begins storing data that match an event definition
for the specified number until it has captured the specified number of events. (A
breakpoint can stop storage before the analyzer stores the specified number of cycles, as
can halting execution.)
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Sequential: A+B+C+D

After execution begins, the trace buffer begins storing data from the first cycle run. This
continues through the occurrence of event A, B, C, or D (whichever is enabled); data
storage ends after the specified number of post-trigger cycles.

Sequential: A+B -> C+D

After execution begins, the trace buffer begins storing data from the first cycle. This
continues through the occurrence of two events: A or B, followed by C or D. Data storage
ends after the specified number of post-trigger cycles.

If you select this mode, you must enable event A, event B, or both. You must enable event
C, event D, or both. Otherwise, the bus state analyzer cannot be triggered.

Sequential: A -> B ->C!D

After execution begins, the trace buffer begins storing data from all cycles. This continues
through the occurrence of three events, A, B, and C, in order, if event D does not occur. (If
D occurs, the sequencer starts again looking for event A.) Data storage ends after the
specified number of post-triggert cycles.

If you select this mode, you must enable events A, B, and C. Otherwise, the bus state
analyzer never can be triggered. If you disable event D, you convert this mode to a simple,
three-event sequence.

Sequential: A->B->C->D

After execution begins, the trace buffer begins storing data from all cycles. This continues
through the occurrence of four events, A, B, C, and D, in order. Data storage ends after the
specified number of post trigger cycles.

If you select this mode, you must enable all four events A, B, C, then D. Otherwise, the
bus state analyzer cannot be triggered.

Sequential: Nth event: A+B+C+D

After execution begins, the trace buffer stores data until N occurrences of cycles that
match the definitions of events A, B, C, or D (whichever are enabled). Then the bus state
analyzer captures the next 1.33M/2 cycles. This puts the Nth captured occurrence of A, B,
C, or D in the middle of the trace buffer. The first half of the trace buffer will then contain
information before the Nth event and the other half will contain information after the Nth
event.

Note that the terminal count or post trigger cycles are valid only for counted or sequential
modes. For a counted mode, this field specifies the number of cycles to be stored. For a

Freescale In-Circuit Emulator Base User Manual, Rev. 1.1

Freescale Semiconductor

71



Using the Bus State Analyzer
Using the Bus State Analyzer

sequential mode, this field specifies the number of cycles to be stored after the trigger
sequence occurs.

Time Tag Clock Frequency

An optional part of analyzer setup is specifying the frequency and source of the time tag
clock. This clock provides a time reference value in each frame of the trace buffer. To
select the clock frequency, see “Defining Events” on page 68.

You can select from the following frequencies:
* 32 Mhz Selects the 32 MHz oscillator.
* 16 Mhz Selects the 16 MHz oscillator.
» 8 Mhz Selects the 8 MHz oscillator.
* 4 Mhz Selects the 4 MHz oscillator.
* 2 Mhz Selects the 2 MHz oscillator.
* 1 Mhz Selects the 1 MHz oscillator.
» External Selects the external clock
» Custom selects the programmable clock.
» Bus Clock selects the emulator clock, the bus clock of the emulating MCU.

If you select External, make sure to connect the TT _OSC clip (white) of the pod B cable to
the external clock source.

NOTE Ifyou specify a custom clock speed, be aware that the FSICEBASE can
provide clock speeds from 4100Hz to 40MHz in steps of SkHz. The
FSICEBASE uses a clock synthesis chip to generate the clock speed. This
method is not as accurate as a crystal: only within about 0.75% absolute
frequency with about 5% jitter. If you choose a clock value (either from one of
the radio buttons or by typing it in) that is an integer divisor of 32MHz, you
will get an accurate crystal-sourced clock.

Collecting Bus Data
To instruct the Bus State Analyzer (BSA) to start collecting data:
1. From debugger main menu, select FSCICEBASE-HC08

2. Select Arm Trace — the BSA begins to collect data when the debugger starts
execution of the loaded application, depending on the triggering mode. The BSA uses
the events that you defined in the Bus State Analyzer Configuration dialog box.
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Viewing Data

You can view the data collected by the BSA in several formats. You can view:

raw data,
disassembled instructions,
mixed raw data and disassembled instructions, and

source code.

1. From debugger main menu, select FSCICEBASE-HC08

2. Select Trace — the Trace window opens (Figure 6.2)

Figure 6.2 Trace Window
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3. To change the kinds of data and the way that data is displayed:

a. Place mouse cursor over Trace window

b. Right-click mouse

Menu appears allowing you to change various aspects of the Trace window

The Trace window can display trace buffer contents as raw bus cycles, as disassembled
instructions, as mixed instructions and raw bus cycles, or as source code.
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S-Record Format

This appendix explains the S-record format. Motorola created the S-record format so that
programs and data files could be encoded in a printable format. This allows for easier
transportation between computer systems. The S-record format makes it easier to monitor
the transport of the programs and files. Another benefit of the format is that it can be easily
edited.

This appendix contains the following sections:
* S-Record Content
* S-Record Types
* Creating S-records

* Example

S-Record Content

S-records are essentially character strings grouped into fields. An S-record consists of five
fields. The fields identify:

* the record type,

« the record length,
* amemory address,
¢ code or data, and
* achecksum.

Table A.1 explains the purpose of each field, and shows the number of possible characters
that can make up the field.

Table A.1 Description of S-Record Fields

Field Printable Contents
Characters
Type 2 S-record type — such as S0, S1, etc.
Record Length 2 Character pair count in the record,
excluding the type and record length
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Table A.1 Description of S-Record Fields

Field Printable Contents
Characters
Address 4,6,o0r8 2-, 3-, or 4-byte address at which the data

field is to be loaded into memory

Code/Data 0-2n From 0 to n bytes of executable code,
memory loadable data, or descriptive
information. For compatibility with
teletypewriter, some programs may limit the
number of bytes to as few as 28 (56

printable characters in the S-record)

Checksum 2 Least significant byte of the one’s
complement of the sum of the values
represented by the pairs of characters
making up the record length, address, and

the code/data fields

The format specifies that each byte of binary data must be encoded as a two-character
hexadecimal number:

« the first character represents the high-order four bits
« the second character represents the low-order four bits of the byte

Each record may be terminated with a CR/LF/NULL. Additionally, an S-record may have
an initial field to accommodate other data such as line numbers generated by a time-
sharing system.

The record length (byte count) and checksum fields help to verify whether the S-record is
transmitted accurately.

S-Record Types

Eight types of S-records have been defined to accommodate the several needs of the
encoding, transportation, and decoding functions. Table A.2 describes the different types.

The various upload, download, and other record transportation control commands, as well
as cross assemblers, linkers, and other file-creating or debugging tools, use only those S-
records which serve the purpose of the tool.

For specific information on which S-records are supported by a particular tool, the user
manual for that program must be consulted.
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NOTE  The Freescale ICE Base (FSICEBASE) supports only the S0, S1, and S9 record
types. All data before the first S1 record is ignored. Thereafter, all records must
be S1 type until the S9 record, which terminates data transfer.

Table A.2 S-Record Types

Type Description

SO Header record for each block of S-records. The code/data field may contain any
descriptive information identifying the following block of S-records. The address
field is normally zeros.

S1 Code/data record and the two-byte address at which the code/data is to reside.

S2-S8 Not supported by the FSICEBASE.

S-9 Termination record for a block of S1 records. Address field may optionally contain
the two-byte address of the instruction to which control is to be passed. If not
specified, the first interplant specification encountered in the input will be used.
There is no code/data field.

Only one termination record is used for each block of s-records. Normally, only one
header record is used, although it is possible for multiple header records to occur.

Creating S-records

S-record format programs may be produced by dump utilities, debuggers, cross
assemblers, or cross linkers. Several programs are available for downloading a file in S-
record format from a host system to an 8-bit or 16-bit microprocessor-based system.

Example

A typical S-record format looks like this when printed or displayed:
S00600004844521B
S1130000285F245F2212226A000424290008237C2A
S$11300100002000800082529001853812341001813
S113002041E900084E42234300182342000824A952
S107003000144ED492

S9030000FC

Freescale In-Circuit Emulator Base User Manual, Rev. 1.1

Freescale Semiconductor 77



S-Record Format
Example

The above format consists of an SO header record, four S1 code/data records, and an S9
termination record.
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FSICEBASE Debugger
Scripting Commands

This appendix lists debugger commands that are specific to the FSICEBASE. You can use
these commands from the command line of the debugger. You can also use these
commands to perform actions from a script.

Command Reference

The following are commands specific to the FSICEBASE emulation platform. You must
prefix them with “gdi”, for example “gdi arm” will arm the BSA. The format for many of
the commands can be viewed by typing “gdi <command> help”.

ARM
DISARM
CT

ST
STA
STB
STC

SIG

MEM
LOADMAP
FILLMEM
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Mbl ocyuiecTBisem TEXHUYECKYI0 MNOALEPKKY HAWWM  K/IMEHTaMm U
npeanpoaaxkHyto NPOBEPKY KayecTsa NpoayKumu. Ha Bce noctaBnsiemble NpoAyKTbl
Mbl MPEAOCTaBASEM TFAPaAHTUIO .

OcyuwiectBndem nNOCTaBKM NpoOAYKUMM nog, KoHTponem Bl MO PO Ha
npeanpuATUA BOEHHO-NPOMbIWIEHHOTO KoMnaekca Poccuun , a TakKe paboTtaem B
pamkax 275 ®3 c OTKpbITUEM OTAE/bHbIX CHETOB B YNONHOMOYEHHOM BaHKe. Cuctema
MeHeXMeHTa KayecTBa KomnaHum cooTBeTcTByeT TpeboBaHuam FOCT ISO 9001.

MWHUMaNbHbIE  CPOKM  MNOCTAaBKW, TMOKME  UeHbl, HeorpaHWYeHHbIN
aCCOPTUMEHT UM WHAMBMAYANbHbLIN MNOAXOA K KAMEHTaM ABAAIOTCA OCHOBOW ANA
BbICTPAMBaHMA A0FOCPOYHOIO M 3GPEKTUBHOIO COTPYAHMYECTBA C NPEeANPUATUAMM
PaANO3NEKTPOHHOMW NPOMBIWAEHHOCTU, NPEeanPUATUAMM BMNK u HayuHo-
nccnenoBaTeNbCKUMKU MHCTUTYTaMm Poccun.

C Hamu Bbl CTAaHOBMUTECH elle ycnewHee!

[HaLLIM KOHTAKTbI: \

TenedoH: +7 812 627 14 35

dNeKTpPOHHaA nouTa: sales@st-electron.ru

Appec: 198099, CaHkT-MNeTepbypr,
MpomblwneHHasa yn, gom Ne 19, nutepa H,
nometleHune 100-H Oduc 331
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